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Abstract. SAT solvers have achieved remarkable successes in solving
various combinatorial problems. Nevertheless, it remains a challenge to
find an efficient SAT encoding for the Hamiltonian Cycle Problem (HCP),
which is one of the most well-known NP-complete problems. A central
issue in encoding HCP into SAT is how to prevent sub-cycles, and one
well-used technique is to map vertices to different positions. The HCP
can be modeled as a single-agent path-finding problem. If the agent occu-
pies vertex i at time t, and occupies vertex j at time t+1, then vertex j’s
position must be the successor of vertex i’s. This paper compares three
encodings for the successor function, namely, a unary encoding that uses
a Boolean variable for each vertex-time pair, an optimized binary adder
encoding that uses a special incrementor with no carry variables, and
a LFSR encoding that uses a linear-feedback-shift register. This paper
also proposes a preprocessing technique that rules out a position from
consideration for a vertex and a time if the agent cannot occupy the
vertex at the time. Our study has surprisingly revealed that, with opti-
mization and preprocessing, the binary adder encoding is a clear winner:
it solved some instances of the knight’s tour problem that had been be-
yond reach for eager encoding approaches, and performed the best on
the HCP instances used in the 2019 XCSP competition.

1 Introduction

The Hamiltonian Cycle Problem (HCP) is one of the most well-known NP-
complete problems. Given a graph, the goal of HCP is to find a cycle in the
graph that includes each and every vertex exactly once. As HCP occurs in many
combinatorial problems, the global constraint circuit(G) has become indis-
pensable in constraint programming (CP) systems. Given a graph G represented
by a list of domain variables, the constraint ensures that any valuation of the
variables constitutes a Hamiltonian cycle.

SAT solvers have achieved remarkable successes in solving combinatorial
problems, ranging from formal methods [2, 27], planning [24, 37], answer set pro-
gramming [6, 14], to general constraint satisfaction problems (CSPs) [4, 20, 22,
33, 39, 40, 43]. The key issue in encoding HCP into SAT is how to prevent sub-
cycles. A naive encoding, which bans sub-cycles in every proper subset of vertices,
requires an exponential number of clauses. One common technique used in SAT
encodings for HCP is to map vertices to different positions so that no sub-cycles



can be formed during search. The direct encoding of the mapping, which requires
O(n3) clauses for a graph of n vertices in the worst case, does not scale well to
large graphs [19, 28, 35]. In order to circumvent the explosive encoding size of the
eager approach, researchers have proposed lazy approaches, such as satisfiabil-
ity modulo acyclicity [3] that incorporates reachability checking during search,
and incremental SAT solving that incrementally adds clauses to ban sub-cycles
[38]. Recently inspired by the log encoding [21], Johnson proposed a compact
encoding for HCP, which employs a linear-feedback-shift register (LFSR) for the
successor function [23, 18].

This paper continues the pursuit of an efficient SAT encoding for HCP. HCP
can be modeled as a single-agent path-finding problem. Given a graph of n
vertices, the agent resides at the start vertex at time 1, moves to a neighboring
vertex in each step, and at time n+1 comes back at the start vertex after having
visited each and every vertex exactly once. Each vertex is mapped to a distinct
position. If the agent occupies vertex i at time t, and occupies vertex j at time
t+1, then vertex j’s position must be the successor of vertex i’s. This encoding is
called distance encoding. This paper compares three encodings for the successor
function, namely, a unary encoding that uses a Boolean variable for each vertex-
time pair, an optimized binary adder encoding that uses a special incrementor
with no carry variables, and a LFSR encoding that uses a linear-feedback-shift
register. This paper also proposes a preprocessing technique that rules out a
position from consideration for a vertex and a time if the agent cannot occupy
the vertex at the time.

The experimental results, using two SAT solvers, show that, with preprocess-
ing, the optimized binary adder encoding significantly outperformed the unary
and the LFSR encodings. The binary adder encoding solved some instances of
the knight’s tour problem that had been beyond reach for eager encoding ap-
proaches, and solved more instances of the HCP benchmark used in the 2019
XCSP competition than other solvers.

2 Preliminaries

This section defines HCP, and gives the basic SAT encodings for domain variables
and the at-most-one constraint that are employed in the SAT encodings for HCP.

2.1 The HCP and the circuit Constraint

Given a directed graph, the goal of HCP is to find a cycle in the graph that
includes each and every vertex exactly once. In CP, HCP can be described as a
global constraint circuit(G), where G = [V1, V2, . . . , Vn] is a list of domain
variables representing the graph.

For example, Figure 1 gives a directed graph and its representation using
domain variables, where vertex i is represented by the domain variable Vi (i =
1,2,3,4), and the domain of Vi indicates the outgoing arcs from vertex i. A val-
uation Vi = j of the domain variables represents a subgraph of G that consists
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Fig. 1. A directed graph and its representation using domain variables

of arcs (i, j) (i ∈ 1 . . . n, j ∈ 1 . . . n). The circuit(G) constraint enforces that
the subgraph represented by a valuation of the domain variables forms a Hamil-
tonian cycle. For example, for the graph in Figure 1, [2,4,1,3] is a solution
because 1→2, 2→4, 4→3, 3→1 is a Hamiltonian cycle, but [2,1,4,3] is not
because the graph 1→2, 2→1, 3→4, 4→3 contains two sub-cycles.

2.2 Direct Encoding

Let X :: {a1, a2, . . . , an} be a domain variable. The direct encoding [11] in-
troduces a Boolean variable Bi for Bi ⇔ X = ai (i ∈ 1..n), and generates
the constraint exactly-one(B1, B2, . . . , Bn), which is converted to a conjunc-
tion of an at-least-one constraint ≥1 (B1, B2, . . . , Bn), and an at-most-one con-
straint ≤1 (B1, B2, . . . , Bn). The at-least-one constraint is encoded as the clause
B1 ∨B2 ∨ . . . ∨Bn.

2.3 SAT Encodings for the At-Most-One Constraint

The at-most-one constraint has numerous encodings into SAT (see [42] for the
latest comparison).

The pairwise (PW) encoding for ≤1 (B1, B2, . . . , Bn) decomposes the con-
straint into ¬Bi ∨ ¬Bj , for i ∈ 1..n − 1 and j ∈ i + 1..n. PW generates O(n2)
clauses, and is therefore not viable for large n.

The bisect (BS) encoding for ≤1 (B1, B2, . . . , Bn) splits the variables into
two groups G1 = {B1, B2, . . . , Bm} and G2 = {Bm+1, . . . , Bn}, where m =
bn2 c. It introduces a new variable T as the commander for G1, and uses ¬T
as the commander for G2. BS decomposes the constraint into the following:
(BS-1) For i ∈ 1..m: Bi ⇒ T ; (BS-2) For i ∈ m + 1..n: Bi ⇒ ¬T ; (BS-3)
≤1 (B1, B2, . . . , Bm); (BS-4) ≤1 (Bm+1, . . . , Bn). Constraint BS-1 forces T to
be 1 if any of the variables in G1 is 1. Constraint BS-2 forces T to be 0 if
any of the variables in G2 is 1. Since T cannot be both 0 and 1 at the same
time, it is impossible for one variable in G1 and another variable in G2 to be 1
simultaneously. Constraints BS-3 and BS-4 recursively enforce at-most-one on
the two groups. The BS is a special case of the commander encoding [25]. The
number of clauses generated by BS is characterized by f(n) = n+ 2f(n/2), and
the number of new variables is characterized by g(n) = 1 + 2g(n/2).
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The product (PD) encoding [7] for ≤1 (B1, B2, . . . , Bn) arranges the vari-
ables on an m×m matrix M , where m =

√
n. It introduces two vectors of new

variables 〈R1, R2, . . . , Rm〉 and 〈C1, C2, . . . , Cm〉, where Ri represents row i and
Cj represents column j. In case n is not a square number, the extra entries of
M are filled with 0. PD decomposes the constraint into the following: (PD-1)
For i ∈ 1..m, j ∈ 1..m: Mij ⇒ Ri ∧ Cj ; (PD-2) ≤1 (R1, R2, . . . , Rm); (PD-3)
≤1 (C1, C2, . . . , Cm). The number of clauses generated by PD is characterized
by f(n) = 2n + 2f(

√
n), and the number of new variables is characterized by

g(n) = 2
√
n+ 2g(

√
n).

A hybrid encoding for ≤1 (B1, B2, . . . , Bn) is employed for HCP. When n ≤
4, PW is used. Otherwise, the constraint is divided into smaller at-most-one
constraints using BS or PD, depending on the cost function f(n)+αg(n), where
α is the penalty for introducing a new variable. For example, for n = 64 and
α = 3, the constraint is first divided using PD into two sub-constraints, each of
which involves 8 variables, and then the sub-constraints are divided using BS
into base ones, which are encoded using PW.

2.4 Log Encoding and Logic Optimization

The log encoding [21] is more compact than the direct encoding. The sign-and-
magnitude log encoding uses a sequence of Boolean variables for the magnitude.
If there are values of both signs in the domain, then the encoding uses another
Boolean variable for the sign. Each combination of values of the Boolean variables
represents a value for the domain variable.

Under log encoding, each domain variable can be treated as a truth table,
and a logic optimizer can be utilized to find CNF clauses for it. The Quine-
McCluskey (QM) algorithm [29, 36] is popular for two-level logic optimization.
A product is a conjunction of literals. Given a truth table, each tuple is a product,
called a minterm, that involves all the inputs. A minterm is in the on-set if its
output is required to be 1, in the off-set if the output is required to be 0, and
in the don’t-care-set, otherwise. A product of literals is an implicant of a truth
table if it entails no minterms in the off-set. A prime implicant is an implicant
that is not implied by any other implicant. For a truth table, the QM algorithm
first computes all the prime implicants of the table, and then finds a minimal set
of prime implicants that covers all the minterms in the on-set and none of the
minterms in the off-set. The second step of the QM algorithm requires solving
the minimum set-covering problem, which is NP-hard [12]. The Espresso logic
optimizer [5] only computes a partial set of prime implicants based on heuristics,
and therefore a smaller set-covering problem.

For example, consider the domain variable X :: [1, 2, 5, 6]. The log encoding
uses a sequence of three Boolean variables, X2X1X0, to encode the domain. It
is possible to represent 8 different values with three Boolean variables, including
the values in X’s domain and the no-good values in the set {0, 3, 4, 7}. A naive
encoding with conflict clauses [13] for the domain requires four clauses:

X2 ∨X1 ∨X0 (X 6= 0)
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X2 ∨ ¬X1 ∨ ¬X0 (X 6= 3)
¬X2 ∨X1 ∨X0 (X 6= 4)
¬X2 ∨ ¬X1 ∨ ¬X0 (X 6= 7)

Each of these clauses corresponds to a no-good value. The logic optimizer Espresso
only uses two clauses:

X1 ∨X0

¬X1 ∨ ¬X0

Each clause corresponds to a prime implicant in the disjunctive normal form.
Note that the variable X2 is optimized away.

3 The Distance Encoding for the circuit Constraint

The circuit(G) constraint, whereG is a list of domain variables [V1, V2, . . . , Vn],
enforces the following: (1) each of the vertices has exactly one incoming arc and
exactly one outgoing arc; (2) each of the proper subgraphs of G is a tree, mean-
ing that the subgraph is connected and the number of vertices is 1 greater than
the number of arcs. A SAT encoding based on these properties does not use any
extra variables, but requires an exponential number of clauses.

The distance encoding for HCP employs a matrix of Boolean variables H of
size n × n for the Hamiltonian cycle. The entry Hij is 1 if and only if the arc
(i, j) occurs in the resulting Hamiltonian cycle.

The following channeling constraints connects the matrix H and the original
domain variables [V1, V2, . . . , Vn]:

For each i ∈ 1..n, j ∈ 1..n, i 6= j:
Hij ⇔ Vi = j (1)

Since each variable Vi takes only one value, constraint (1) entails that each vertex
has exactly one outgoing arc. The following degree constraints ensure that each
vertex has exactly one incoming arc:

For each j ∈ 1..n:
∑n

i=1Hij = 1 (2)

For each pair of vertices (i, j) (i ∈ 1..n, j ∈ 1..n), if the arc (i, j) is not in the
original graph G, then the entry Hij is set to 0. Therefore, the number of Boolean
variables in H equals the number of arcs in G.

Graph H that satisfies constraints (1) and (2) may contain sub-cycles. In
order to ban sub-cycles, the distance encoding maps each vertex to a distinct
position. Let p(i) be the position of vertex i, s(p) denote the successor of position
p,1 and sk(p) be the kth successor of p. Assume that vertex 1 is visited first,
and it is mapped to position 1.2 The following constraints ensure that the cycle
starts at 1 and ends at 1:
1 The successor function, such as the LFSR described below, may generate a different

sequence of numbers from the natural number sequence.
2 A good heuristic is to start with a vertex that has the smallest degree [41].
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For each i ∈ 2..n:
H1i ⇒ p(i) = s(1) (3)
Hi1 ⇒ p(i) = sn−1(1) (4)

Constraint (3) ensures that if there is an arc from vertex 1 to vertex i then i’s
position is the successor of 1. Constraint (4) ensures that if there is an arc from
vertex i to vertex 1 then i’s position is the (n− 1)th successor of 1.

In addition to the above constraints, the following constraints ensure that
the arcs are connected and the vertices are positioned successively:

For each i ∈ 2..n, j ∈ 2..n, i 6= j:
Hij ⇒ p(j) = s(p(i)) (5)

Constraint (5) ensures that vertex j is positioned immediately after vertex i if
arc (i, j) is in the Hamiltonian cycle.

Theorem 1. Constraints (1) - (5) guarantee that the graph represented by H
is Hamiltonian.

Proof. Constraints (1) and (2) entail that each vertex in graph H has exactly
one incoming arc and exactly one outgoing arc, and therefore they guarantee
that graph H is cyclic. Assume that the cycle in which vertex 1 occurs is:

1→ v2 → v3 → . . .→ vk → 1

According to constraints (3) - (5), the following conditions hold:

p(v2) = s(1)
p(vi) = s(p(vi−1)) for i ∈ 3..k
p(vk) = sn−1(1)

These conditions entail k = n. Therefore, graph H includes all the vertices, and
is Hamiltonian. ut
The theorem shows that it is sufficient to use one-way entailment constraints in
(3) - (5) instead of stronger equivalence constraints.

The final encoding size depends on how the successor function is encoded. The
code size of constraints (1) and (2) is not dependent on the successor function.
The number of Boolean variables in H equals the number of arcs in G. Constraint
(1) mimics the direct encoding of domain variables. Both constraint (1) and
constraint (2) are encoded as exactly-one constraints. Let d be the maximum
degree in G. If the 2-product encoding is used for at-most-one, then constraints
(1) and (2) introduce O(n ×

√
d) new Boolean variables and require O(n × d)

clauses.

4 Three Encodings for the Successor Function

There are several different ways to encode the successor function p(j) = s(p(i))
used in constraint (5). This section gives three such encodings, namely, the
unary encoding, the binary adder encoding, and the linear-feedback-shift-register
(LFSR) encoding.
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4.1 Unary Encoding

The unary encoding of the successor function employs a matrix U of Boolean
variables of size n × n, where Uip = 1 iff vertex i’s position is p for i ∈ 1..n
and p ∈ 1..n. Since vertex 1 is visited first, U11 is initialized to 1. Each vertex
is visited exactly once, so the following constraint must hold:

For each i ∈ 1..n:
∑n

p=1 Uip = 1 (6)

For each vertex i (i ∈ 1..n), there is exactly one position p (p ∈ 1..n) for which
Uip is 1.

Constraints (3)-(5) given in the previous section are translated into the fol-
lowing under the unary encoding:

For each i ∈ 2..n:
H1i ⇒ Ui2 (3’)
Hi1 ⇒ Uin (4’)

For each i ∈ 2..n, j ∈ 2..n, i 6= j, p ∈ 2..(n− 1):
Hij ∧ Uip ⇒ Uj(p+1) (5’)

Constraint (3’) ensures that if there is an arc from vertex 1 to vertex i then
vertex i’s position is 2. Constraint (4’) ensures that if there is an arc from vertex
i to vertex 1 then vertex i’s position is n. Constraint (5’) ensures that if arc (i, j)
is in the Hamiltonian cycle, and vertex i’s position is p, then vertex j’s position
is p + 1. The constraints (3’)-(5’) entail that for each position there is exactly
one vertex mapped to it (

∑n
i=1 Uip = 1 for p ∈ 1..n).

The two dimensional array U has O(n2) variables. In addition, some tem-
porary Boolean variables are introduced by the exactly-one constraints in (6).
The number of clauses is dominated by constraint (5’), which requires O(n2×d)
clauses to encode, where d is the maximum degree in G.

4.2 Binary Adder Encoding

The binary adder encoding of the successor function employs a log-encoded
domain variable Pi for each vertex i, whose domain is the set of possible positions
for the vertex. As all the positions are positive, no sign variables are needed in
the encoding.

Since vertex 1 is visited first, P1 = 1. Constraints (3)-(5) given above are
translated into the following under log encoding:

For each i ∈ 2..n:
H1i ⇒ Pi = 2 (3”)
Hi1 ⇒ Pi = n (4”)

For each i ∈ 2..n, j ∈ 2..n, i 6= j:
Hij ⇒ Pj = Pi + 1 (5”)

The efficiency of the encoding heavily depends on the encoding of the successor
function Pj = Pi + 1 used in constraint (5”).
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Let X’s log encoding be 〈Xm−1Xm−2 . . . X1X0〉 and Y ’s log encoding be
〈Ym−1Ym−2 . . . Y1Y0〉. Consider the unsigned addition:

Xm−1 . . . X1 X0

+ 1
Ym−1 . . . Y1 Y0

A naive encoding performs the addition using ripple carry adders from the least
significant bit to the most significant bit. If a half-adder is used for each bit
position, then the addition requires, in total, m − 1 carry variables and 7 ×m
clauses.

The following sequential incrementor performs the addition using no carry
variables:3

– For bit position 0, Y0 = ¬X0, which is encoded as two clauses: Y0 ∨X0 and
¬Y0 ∨ ¬X0.

– For bit position 1, the input carry from bit position 0 is X0, so the following
constraints must hold:

X0 ⇒ Y1 = ¬X1

¬X0 ⇒ Y1 = X1

These two constraints are converted into 4 clauses.
– For each other bit position i (i > 1), the carry from bit position i− 1 is 1 iff
Yi−1 = 0 and Xi−1 = 1, so the following constraints must hold:

¬Yi−1 ∧Xi−1 ⇒ Yi = ¬Xi

otherwise ⇒ Yi = Xi

These constraints can be encoded using 6 clauses.

The total number of clauses used for the addition is 2 + 4 + (m− 2) ∗ 6.
The sequential incrementor is improved as follows. For bit position i (i > 1),

instead of considering one bit at a time, the improved version considers two bits
at a time, imposing the following constraints:

¬Yi−1 ∧Xi−1 ⇒ Yi = ¬Xi

¬Yi−1 ∧Xi−1 ∧Xi ⇒ Yi+1 = ¬Xi+1

otherwise ⇒ Yi = Xi ∧ Yi+1 = Xi+1

These constraints can be encoded using 11 clauses, resulting in a reduction of
one clause for each two bits.

Furthermore, the improved incrementor treats the top 4 bits as a whole using
the adder in Figure 2.4 The carry from bit position m−5 to bit position m−4 is
1 iff Ym−5 = 0 and Xm−5 = 1. The adder uses 21 clauses, resulting in a reduction
of 3 clauses from 24 clauses needed by the one-bit incrementor and 1 clause from
22 clauses needed by the two-bit incrementor.

3 This encoding is based one suggested by Vitaly Lagoon via personal communication.
4 One may wonder why the chosen number is 4, not 3 or 5. Interestingly, a choice of

3, 5, or any other number will increase the overall number of clauses for Espresso.
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Xm−1 ∨Xm−4 ∨ ¬Ym−1 Xm−2 ∨Xm−4 ∨ ¬Ym−2

Xm−1 ∨ ¬Ym−1 ∨ ¬Ym−2 Xm−3 ∨Xm−4 ∨ ¬Ym−3

Xm−1 ∨ ¬Ym−1 ∨ ¬Ym−3 Xm−2 ∨ ¬Ym−2 ∨ ¬Ym−3

Xm−1 ∨ ¬Ym−1 ∨ ¬Ym−4 Xm−2 ∨ ¬Ym−2 ∨ ¬Ym−4

Xm−3 ∨ ¬Ym−3 ∨ ¬Ym−4 ¬Xm−4 ∨Xm−5 ∨ Ym−4

¬Xm−4 ∨ ¬Ym−5 ∨ Ym−4 Xm−1 ∨ ¬Xm−2 ∨ Ym−1 ∨ Ym−2

Xm−2 ∨ ¬Xm−3 ∨ Ym−2 ∨ Ym−3 Xm−4 ∨ ¬Xm−5 ∨ Ym−5 ∨ Ym−4

Xm−4 ∨Xm−5 ∨ ¬Ym−4 Xm−4 ∨ ¬Ym−5 ∨ ¬Ym−4

¬Xm−1 ∨ Ym−1 ¬Xm−1 ∨ ¬Xm−2 ∨ ¬Ym−1 ∨ Ym−2

¬Xm−2 ∨ ¬Xm−3 ∨ ¬Ym−2 ∨ Ym−3 Xm−3 ∨ ¬Xm−4 ∨ ¬Xm−5 ∨ Ym−5 ∨ Ym−3

¬Xm−3 ∨ ¬Xm−4 ∨ ¬Xm−5 ∨ Ym−5 ∨ ¬Ym−3

Fig. 2. 4-bit adder 〈Xm−1Xm−2Xm−3Xm−4〉+(¬Ym−5 ∧Xm−5)=〈Ym−1Ym−2Ym−3Ym−4〉

Under log encoding, each of the position variables Pi (i ∈ 2..n) uses log2(n)
Boolean variables. The number of clauses is dominated by constraint (5”), which
requires O(n × log2(n) × d) clauses to encode, where d is the maximum degree
in G.

4.3 LFSR Encoding

The LFSR encoding of the successor function also employs a log-encoded domain
variable Pi for each vertex i (i ∈ 1..n) [23]. Given a binary number X, the
Fibonacci LFSR determines the next binary number Y by shifting the bits of X
one position to left and computing the lowest bit of Y by applying xor on the
taps bits of X. For a given length of n, the LFSR is able to generate all 2n − 1
non-zero numbers from any non-zero start number.

For example, consider the length n = 4 and the taps {2, 3}. Given a binary
number 〈X3X2X1X0〉, the next binary number 〈Y3Y2Y1Y0〉 is calculated as fol-
lows: Y3 = X2, Y2 = X1, Y1 = X0, Y0 = X2 ⊕X3. Assume the start number is
0001, the LFSR produces the following sequence:

0001 → 0010 → 0100 → 1001 →
0011 → 0110 → 1101 → 1010 →
0101 → 1011 → 0111 → 1111 →
1110 → 1100 → 1000 → 0001

The LFSR encoding is more compact than the binary adder encoding. The
LFSR encoding does not use any carry variables either. For a number, in order
to produce its successor, the LFSR encoding uses two clauses for each bit except
the lowest bit, for which it uses 4 clauses if the number of taps is 2, and 16
clauses if the number of taps is 4.

5 Preprocessing

The distance encoding treats HCP as a single-agent path-finding problem. At
time 1, the agent resides at vertex 1. In each step, the agent moves to a neigh-
boring vertex. The agent cannot reach a vertex at time t (t ∈ 2..n) if there are
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no paths of length t − 1 from vertex 1 to the vertex. Similarly, since the agent
must be back at vertex 1 at time n+1, the agent cannot occupy a vertex at time
t (t ∈ 2..n) if there are no paths of length n − t + 1 from the vertex to vertex
1. This simple reasoning rules out impossible positions from consideration for
vertices during preprocessing.

If the agent cannot occupy vertex i at time t, then vertex i cannot be mapped
to position t. Under the unary encoding, the variable Uit is set to 0; under binary
encoding, the value st−1(1) is excluded from the domain of Pi.

It is expensive to check if there is a path of a given length t from one vertex
to another if t is large.5 For long paths, the shortest-distance heuristic is used.
For each vertex i (i ∈ 2..n), if the shortest distance from vertex 1 to vertex i is
t, then the agent cannot occupy vertex i at times 1, 2, . . . , t. Similarly, if the
shortest distance from vertex i to vertex 1 is t, then the agent cannot occupy
vertex i at times n− t+ 2, n− t+ 3, . . ., n.

If the graph is undirected, and the start vertex 1 has exactly two neighbors,6

then the agent must visit one of the neighbors at time 2, and visit the other
neighbor at time n. This means that the agent cannot occupy either neighbor at
times 3, 4, . . . n−1. This idea can be seen as a special case of the Hall’s theorem
[17].

6 Experimental Results

All the encodings described above have been implemented in the Picat compiler.7

An experiment was conducted to compare the three encodings for the successor
function on the knight’s tour problem and the HCP benchmark used in the 2019
XCSP solver competition8, using the SAT solver MapleLCMDiscChronoBT-DL-
v3, the winner of the main track of the 2019 SAT Race9. In order to show how
the SAT solutions perform in a broader context, the experiment also included
or-tools (version 7.6)10, clingon (version 5.4.0)11, and an incremental SAT-
based approach in the comparison. For or-tools, a lazy clause generation CP
solver, HCP is encoded as as a circuit constraint, and the first-fail strategy
is utilized to label variables. For clingon, an answer-set programming system
that performs search-time reachability testing [3], there are several encodings for
HCP. The following ASP encoding, which has been shown to perform the best,
was used in the experiment:

{hpath(X,Y) : link(X,Y)} = 1 :- node(X).

5 Let M be the adjacency matrix of the graph. A naive algorithm that finds all paths
of length t requires computing M t.

6 The knight’s tour problem belongs to this case if one of the corner squares is chosen
as vertex 1.

7 picat-lang.org
8 http://xcsp.org/competition
9 http://sat-race-2019.ciirc.cvut.cz/

10 https://developers.google.com/optimization
11 https://potassco.org/
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{hpath(X,Y) : link(X,Y)} = 1 :- node(Y).

reach(1).

reach(Y) :- reach(X),hpath(X,Y).

:- not reach(X),node(X).

The incremental approach treats HCP as an assignment problem. If a solution
does not contain any sub-cycles, then the solution is returned as a valid solution
to the original HCP. If the solution contains a sub-cycle that includes a set of
vertices S, then the clause sum(Hi∈Sj /∈S) > 1 is added into the encoding to ban
the sub-cycle. The incremental approach uses the same SAT solver, and restarts
from scratch after each new sub-cycle elimination clause is added.

The knight’s tour problem is a popular benchmark that has been utilized
to evaluate solvers. The problem can be solved algorithmically in linear-time
[8]. The Warnsdorff’s rule [34], which always proceeds to the square from which
the knight has the fewest onwards moves, is a very effective heuristic used in
backtracking search. With Warnsdorff’s rule, called first-fail principle in CP,
and the reachability-checking capability during search, CP solvers are able to
solve very large instances. Regarding SAT-based solvers, no eager approaches
have been reported to be able to solve instances of size 30 or larger. The HCP
benchmark used in the XCSP competition contains 10 instances selected from
the Flinders challenge set12 with numbers of vertices ranging from 338 to 1584.

All the CPU times reported below were measured on Linux Ubuntu with an
Intel i7 3.30GHz CPU and 32G RAM. The time limit used was 40 minutes per
instance.

Tables 1 and 2 compare the encodings on, respectively, the number of vari-
ables and the number of clauses. For each encoding, results from two separate
settings are included, one with preprocessing (pp) and the other with no prepro-
cessing (no-pp). The results are roughly consistent with the theoretical analysis:
The LFSR encoding (lfsr) generates the most compact code, then followed by
the binary adder encoding (adder), and finally by the unary encoding (unary).
When preprocessing is excluded, adder and lfsr use the same number of vari-
ables because both of them use log encoding for position variables. When pre-
processing is included, however, adder uses slightly fewer variables than lfsr.
This is because preprocessing produces holes scattered in the domains for lfsr,
sometimes requiring more prime implicants to cover than the original domains,
while preprocessing narrows bounds of the domains or produces holes concen-
trated in the domains for adder, and Picat is able to fix some of the bits at
translation time.

Table 3 compares the encodings on CPU time, which includes both the trans-
lation and solving times. The column inc gives the time taken by the incremen-
tal approach. The entry MO indicates out-of-memory. Preprocessing is generally

12 http://fhcp.edu.au/fhcpcs
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Table 1. A comparison on number of variables

Benchmark adder lfsr unary
pp no-pp pp no-pp pp no-pp

knight-8 820 920 912 920 2,958 5,582
knight-10 1,428 1,481 1,479 1,481 6,883 12,767
knight-12 2,375 2,454 2,442 2,454 13,596 25,477
knight-14 3,217 3,320 3,310 3,320 24,032 46,415
knight-16 4,994 5,386 5,376 5,386 40,385 77,806
knight-18 5,972 6,141 6,131 6,141 62,109 121,129
knight-20 8,065 8,272 8,266 8,272 94,974 182,236
knight-22 10,073 10,318 10,308 10,318 136,612 263,410
knight-24 12,152 12,451 12,443 12,451 189,984 376,426

Table 2. A comparison on number of clauses

Benchmark adder lfsr unary
pp no-pp pp no-pp pp no-pp

knight-8 11,161 13,939 8,964 9,284 17,271 33,623
knight-10 22,453 23,535 15,641 14,831 42,802 85,836
knight-12 39,784 41,647 39,214 40,163 92,130 184,775
knight-14 55,846 58,272 56,326 54,044 173,041 345,322
knight-16 81,672 96,232 73,231 76,329 306,414 604,730
knight-18 112,465 116,527 89,033 90,088 486,798 970,960
knight-20 147,513 152,184 120,849 107,883 746,299 1,499,129
knight-22 183,121 188,641 148,018 114,412 1,101,488 2,213,986
knight-24 237,071 244,714 215,516 231,325 1,563,133 3,102,627

effective in reducing the time. The results of adder are very interesting: when
preprocessing was turned off, adder even failed to solve size 12; with prepro-
cessing, however, it efficiently solved all of the instances. It is also interesting to
note that lfsr does not scale up as well as adder, although lfsr also uses log
encoding for position variables, and uses slightly fewer clauses. One explanation,
as shown in Table 1, could be that preprocessing helps adder more than lfsr in
reducing the number of variables. The inc is generally not competitive; it ran
out of time on two instances, and ran out of memory on another two instances.
The inc keeps track of all the sub-cycles that have been found, and adds clauses
to ban them in subsequent searches. The result indicates that inc is not feasible
when there are a huge number of sub-cycles in the graph. The solvers or-tools
and clingo are very fast on these instances; or-tools solved all in less than 2
seconds each, and clingo solved all in less than 1 second each.

Table 4 gives several knight’s tour instances solved by the binary adder en-
coding. These instances are easy for or-tools and clingon to solve, but had
been out of reach for eager SAT encoding approaches.
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Table 3. A comparison on CPU time (seconds)

Benchmark adder lfsr unary inc
pp no-pp pp no-pp pp no-pp

knight-8 2.88 2.39 2.93 3.4 8.92 11.26 0.17
knight-10 2.39 113.18 3.67 3.83 11.76 18.31 0.47
knight-12 4.46 >2400 11.12 81.33 22.15 42.51 5.16
knight-14 4.59 >2400 13.31 126.52 48.96 89.43 88.63
knight-16 7.83 >2400 30.16 52.50 92.61 225.47 >2400
knight-18 10.16 >2400 35.85 153.99 137.91 436.13 MO
knight-20 9.39 >2400 505.40 >2400 208.53 512.10 625.25
knight-22 25.84 >2400 1243.22 >2400 358.51 >2400 >2400
knight-24 9.64 >2400 >2400 >2400 >2400 >2400 MO

Table 4. Knight’s tour instances solved by the binary adder encoding (seconds)

size 26 28 30 32 34 36 38

time 57.45 83.04 62.90 346.57 188.00 310.09 304.13

Table 5 compares the solvers on CPU time using the XCSP competition
instances.13 The number in parentheses indicates the number of vertices in the
graph. Preprocessing was enabled for the eager encoding approaches. Overall,
adder performed the best. It solved all the instances, none of which took more
than 250 seconds. The lfsr failed on one instance. For the solved instances, the
times taken by lfsr are much longer than those taken by adder. The unary
failed on 6, and inc failed on 7 instances, due to time out or memory out. While
or-tools and clingo demonstrated superior performance on the knight’s tour
benchmark, they are not as competitive as adder on these instances; or-tools
failed on 7 instances, and clingo failed on 1 instance and took more than 500
seconds to solve two of the instances each.

For comparison, the same experiment was also conducted using CaDiCaL,
the second-place winner in the 2019 SAT Race. With preprocessing, adder using
CaDiCaL also solved all the instances in Tables 3 and 5, while lfsr failed on
knight-24 and graph48, and unary failed on 4 knight’s tour instances and 6
XCSP instances.

13 All the participating solvers in the 2019 XSCP competition, except PicatSAT and
Choco, failed on every single instance. PicatSAT, which is based on an early version
of adder, solved all of the 10 instances, the sequential version of Choco solved 4
instances, and the parallel version of Choco solved 7 instances.
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Table 5. XCSP competition instances (CPU time)

benchmark adder lfsr unary inc or-tools clingo

graph162 (909) 184.18 676.91 MO 21.98 49.62 16.94
graph171 (996) 27.25 51.58 1887.64 >2400 >2400 52.50
graph197 (1188) 64.18 270.74 >2400 >2400 >2400 1821.98
graph223 (1386) 68.16 144.20 1279.99 >2400 >2400 17.92
graph237 (1476) 91.6 388.25 >2400 >2400 >2400 23.78
graph249 (1558) 52.88 112.60 494.45 336.21 307.30 13.47
graph252 (1572) 98.22 403.25 >2400 >2400 >2400 541.48
graph254 (1582) 63.65 268.23 541.97 168.32 >2400 12.7
graph255 (1584) 45.86 144.83 >2400 >2400 171.0 >2400
graph48 (338) 213.0 >2400 >2400 MO >2400 0.97

7 Related Work

Various approaches have been proposed for HCP [15]. As HCP is a special variant
of the Traveling Salesman Problem (TSP), many approaches proposed for TSP
[9, 16] can be tailored to HCP.

Recently several studies have used SAT solvers for HCP. A common technique
utilized in encoding HCP into SAT in order to prevent sub-cycles is to impose a
strict ordering on the vertices. The bijection encoding [19] uses an edge constraint
for each non-arc pair (i, j) that bans vertex j from immediately following vertex i
in the ordering. This encoding is compact for dense graphs. The relative encoding
[35] imposes transitivity on the ordering: if vertex i reaches vertex k, and vertex
k reaches vertex j, then vertex i reaches vertex j. The reachability encoding,
which is used in translating answer-set programs with loops into SAT [28], also
imposes transitivity on the ordering. All these encodings use direct encoding
for positions, and require O(n3) clauses in the worst case. It is reported in [41]
that using a hierarchical encoding for domain variables significantly reduces the
encoding size and increases the solving speed for HCP. However, hierarchical
encoding still suffers from code explosion for large graphs.

The distance encoding for HCP is not new. It is based on the standard
decomposer used in MiniZinc [31], which uses an order variable Oi for each
vertex i, and ensures that if Vi = j then Oj = Oi + 1. The idea of using order or
position variables could be traced back to the integer programming formulation
that uses dummy variables to prevent sub-cycles [30].

The log encoding [21] resembles the binary representation of numbers used in
computer hardware. Despite its compactness, log encoding is not popular due to
its poor propagation strengths [26]. Johnson first came up with the idea of using
log encoding for position variables and the LFSR for encoding the successor
function [23]. The binary adder encoding for Y = X + 1 proposed in this paper
is a special optimized incrementor that does not use any carry variables.

The preprocessing technique for excluding unreachable positions from the
domains of position variables is well-used in constraint programming. Similar
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techniques have been used for maintaining consistency of some of the global
constraints, such as the regular constraint [32], and for eliminating variables in
multi-agent path finding [1]. This work has shown, for the first time, that when
preprocessing is effective the binary adder encoding of the successor function
significantly outperforms the unary and LFSR encodings for HCP.

In order to circumvent the explosive encoding sizes of eager approaches, re-
searchers have proposed lazy approaches, such as satisfiability modulo acyclicity
[3] and incremental SAT solving [38] for HCP. The idea to incrementally add
constraints to avoid code explosion is the pillar of the cutting-plane method
[9, 10]. The incremental approach may suffer if the problems require repeated
addition of sub-cycle elimination clauses.

8 Conclusion

A central issue in encoding HCP into SAT is how to prevent sub-cycles, and
one well-used technique is to map vertices to different positions. This paper has
compared three encodings for the successor function used in the distance encod-
ing of HCP, and proposed a preprocessing technique that rules out unreachable
positions from consideration. Our study has surprisingly revealed that, with pre-
processing and optimization, the binary adder encoding outperforms the unary
and the LFSR encodings. While no eager SAT encoding approaches have been
reported to be able to solve size 30 or larger of the knight’s tour problem, the
binary adder encoding, using the SAT solver MapleLCMDiscChronoBT-DL-v3,
succeeded in solving all instances up to size 38 in less than 6 minutes each. This
is a remarkable advancement of the state of the art. While there is still a long
way to go for eager SAT encoding approaches to be competitive with CP and
ASP solvers on the knight’s tour problem, this paper has showed that the binary
adder encoding is competitive with the best CP and ASP solvers on the HCP
benchmark used in the 2019 XCSP competition.

An efficient SAT encoding for HCP will expand the successes of SAT solvers in
solving combinatorial problems, such as the travelling salesman problem (TSP),
which is a generalization of HCP, and its variants. Further improvements include
exploiting special graph structures and symmetry-breaking techniques in SAT
encodings.
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